**CHUYÊN ĐỀ MẢNG 1 CHIỀU**

Sắp xếp và tìm kiếm đóng vai trò rất quan trọng cuộc sống nói chung và tin học nói riêng. Đơn giản với một cuốn từ điển, nếu các từ không được sắp xếp thì việc tra một từ gặp khó khăn đến mức như thế nào? Việc tìm kiếm sẽ mất thời gian ra sao nếu không có một thuật toán tìm kiếm tối ưu khi gặp một bộ dữ liệu lớn?

Chuyên đề này sẽ giới thiệu một số thuật toán sắp xếp và tìm kiếm cơ bản và các bài tập áp dụng các thuật toán đó nhằm bước đầu tiếp cận và làm quen với các dạng bài tập về tìm kiếm và sắp xếp.

Đối tượng phạm vi nghiên cứu:Các tài liệu ôn thi học sinh giỏi, phần chất lỏng, các phép toán sơ cấp và cao cấp được áp dụng vào vật lí.

**I. Sắp xếp:**

## 1. Bài toán tổng quát:

Bài toán sắp xếp được phát biểu như sau: Cho mảng các đối tượng, cần sắp xếp lại các thành phần (phần tử) của mảng để nhận được mảng mới với các thành phần có các giá trị không tăng hoặc không giảm.

## 2. Thuật toán sắp xếp thông dụng:

### 2.1. Thuật toán sắp xếp chọn (Selection Sort)

-Ý tưởng: Lần lượt chọn phần tử nhỏ nhất trong toàn mảng đổi chỗ cho phần tử thứ nhất, chọn phần tử nhỏ nhất trong các phần tử còn lại (từ vị trí 2 đến cuối ) đổi chỗ cho phần tử thứ hai, … tiếp tục như vậy cho đến khi đổi chỗ xong cho phần tử thứ n-1

-Ví dụ: Cho mảng A[1..8] có 8 phần tử chưa sắp là:

|  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- |
| 8 | 4 | 12 | 6 | 3 | 2 | 10 | 7 |

Phần tử nhỏ nhất trong các phần tử từ 1 đến 8 là A[6]=2:

|  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- |
| 8 | 4 | 12 | 6 | 3 | 2 | 10 | 7 |

Đổi chỗ A[6] với A[1] được:

|  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- |
| 2 | 4 | 12 | 6 | 3 | 8 | 10 | 7 |

Phần tử nhỏ nhất trong các phần tử từ 2 đến 8 là A[5]=3:

|  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- |
| 2 | 4 | 12 | 6 | 3 | 8 | 10 | 7 |

Đổi chỗ A[5] với A[2] được:

|  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- |
| 2 | 3 | 12 | 6 | 4 | 8 | 10 | 7 |

Phần tử nhỏ nhất trong các phần tử từ 3 đến 8 là A[5]=4:

|  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- |
| 2 | 3 | 12 | 6 | 4 | 8 | 10 | 7 |

Đổi chỗ A[5] với A[3] được:

|  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- |
| 2 | 3 | 4 | 6 | 12 | 8 | 10 | 7 |

Phần tử nhỏ nhất trong các phần tử từ 4 đến 8 là A[4]=6:

|  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- |
| 2 | 3 | 4 | 6 | 12 | 8 | 10 | 7 |

Phần tử nhỏ nhất trong các phần tử từ 5 đến 8 là A[8]=7:

|  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- |
| 2 | 3 | 4 | 6 | 12 | 8 | 10 | 7 |

Đổi chỗ A[5] với A[8] được:

|  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- |
| 2 | 3 | 4 | 6 | 7 | 8 | 10 | 12 |

-Thuật toán được viết bằng C++ như sau:

void selection\_sort(float a[],int n)  
{  
    float tg;  
    for (int i=0;i<n;i++)  
        for(int j=0;j<i;j++)  
           {  
                if(a[i]<a[j])  
                {  
 swap(a[i],a[j]);  
           }  
}

-Đánh giá độ phức tạp:

### 2.2. Thuật toán sắp xếp nổi bọt (Bubble Sort)

-Ý tưởng: Tìm và đổi chỗ các cặp phần tử kề nhau sai thứ tự (phần tử đứng trước có khóa lớn hơn khóa của phần tử đứng sau) cho đến khi không tồn tại cặp nào sai thứ tự (dãy được sắp xếp).

-Các bước để sắp xếp một mảng tăng dần:

B1: So sánh phần tử thứ 0 và phần tử thứ 1. Nếu phần tử thứ 0 lớn hơn thì tráo đổi chúng cho nhau. Làm tương tự với phần tử thứ 1 và phần tử thứ 2 cho đến cuối dãy. Khi đó phần tử cuối cùng của mảng được sắp xếp.

B2: Lặp lại bước 1 cho đến khi mảng được sắp xếp

-Chúng ta xét qua ví dụ: Cho mảng A gồm n=6 phần tử là các số nguyên, cần sắp A không giảm.

|  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- |
| 4 | 3 | 5 | 8 | 6 | 2 |

So sánh A[1]=4 và A[2]=3 phải đổi chỗ cho nhau, được:

|  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- |
| 3 | 4 | 5 | 8 | 6 | 2 |

Tiếp theo so sánh A[2]=4 và A[3]=5, thấy không cần tráo đổi

Tiếp theo so sánh A[3]=5 và A[4]=8, thấy không cần tráo đổi.

|  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- |
| 4 | 3 | 5 | 8 | 6 | 2 |

Tiếp theo so sánh A[4]=8 và A[5]=6 phải tráo đổi cho nhau được:

|  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- |
| 4 | 3 | 5 | 6 | 8 | 2 |

Tiếp theo so sánh A[5]=8 và A[6]=2 phải tráo đổi cho nhau được:

|  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- |
| 4 | 3 | 5 | 6 | 2 | 8 |

Vậy đã chuyển được số lớn nhất về cuối cùng của mảng là vị trí n .

Tiếp theo, tương tự tìm số lớn nhất trong các số từ 1 đến n-1 chuyển vào vị trí n-1, rồi tìm số lớn nhất trong các số từ 1 đến n-2 chuyển vào vị trí n-2, …Quá trình tiếp tục như vậy cho đến khi sắp xong vị trí 2.

-Thuật toán được viết bằng C++ như sau:

void bubbleSort(int arr[], int n)

{

   int i, j;

   for (i = 0; i < n-1; i++)

       for (j = 0; j < n-i-1; j++)

           if (a[j] > a[j+1])

              swap(a[j], a[j+1]);

}

-Đánh giá độ phức tạp:

### 2.3. Thuật toán sắp xếp nhanh (Quick Sort)

-Ý tưởng thuật toán:

Để sắp xếp dãy coi như là sắp xếp đoạn từ chỉ số 1 đến chỉ số . Để sắp xếp một đoạn trong dãy, nếu đoạn chỉ có một phần tử thì dãy đã được sắp xếp, ngược lại ta chọn một phần tử x trong đoạn đó làm “chốt”, mọi phần tử có khóa nhỏ hơn khóa của “chốt” được xếp vào vị trí đứng trước chốt, mọi phần tử có khóa lớn hơn khóa của “chốt” được xếp vào vị rí đứng sau chốt. Sau phép hoán chuyển như vậy thì đoạn đang xét được chia làm hai đoạn mà mọi phần tử trong đoạn đầu đều có khóa khóa của “chốt” và mọi phần tử trong đoạn sau đều có khóa khóa của “chốt”. Tiếp tục sắp xếp kiểu như vậy với 2 đoạn con, ta sẽ được đoạn đã cho được sắp xếp theo chiều tăng dần của khóa.

-Thuật toán được viết bằng ngôn ngữ C++ như sau:

void quickSort(int A[], int l, int r)

{

if(l>=r) return;

int i=l;

int j=r;

int x=A[(l+r)/2];

while(i<=j)

{

while(A[i]<x) i++;

while(A[j]>x) j--;

if(i<=j)

{

int temp=A[i];

A[i]=A[j];

A[j]=temp;

i++;

j--;

}

}

quickSort(A,l,j);

quickSort(A,i,r);

}

Ngoài ra, trong C++ ta có thể sử dụng trực tiếp hàm **qsort** có sẵn trong thư viện.

-Đánh giá độ phức tạp: trong trường hợp trung bình và với trường hợp xấu nhất.

*Chú ý:* Với chương trình ít gọi tới thủ tục sắp xếp và chỉ trên tập dữ liệu nhỏ, ta hoàn toàn có thể sử dụng một thuật toán sắp xếp đơn giản để dễ cài đặt. Tuy nhiên với các tập dữ liệu lớn, ta nên sử dụng thuật toán sắp xếp nhanh có độ phức tạp cỡ .

**2.4 Thuật toán sắp xếp dùng sort có sẵn có độ phức tạp O(nlogn)**

# **II. Tìm kiếm**

## 1. Tìm kiếm tuyến tính

-Ý tưởng: Tìm kiếm lần lượt từng phần tử trong mảng. Thích hợp trong các trường hợp với danh sách dữ liệu đủ nhỏ hay một danh sách chưa được sắp xếp thứ tự đơn giản.

-Các bước: xét dãy số cần tìm có n phần tử: a[0], a[1], a[2], ... , a[n-1]. Giá trị cần tìm là x.  
  + Bắt đầu từ khoá đầu tiên, lần lượt so sánh khoá x với khoá tương ứng trong dãy.  
  + Quá trình tìm kiếm kết thúc khi tìm được khoá thoả mãn hoặc đi đến hết dãy hoặc gặp điều kiện dừng vòng lặp.

-Thuật toán được viết bằng ngôn ngữ C++ như sau:

int  SequentialSearch (int a[], int n, int x)

{

For (int i = 0; i < n; i++)

if (a[i] == x) return 1;

return 0;

}

-Đánh giá độ phức tạp:

## 2. Tìm kiếm nhị phân

-Ý tưởng: Trong mỗi bước, so sánh phần tử cần tìm với phần tử nằm ở chính giữa danh sách. Nếu hai phần tử bằng nhau thì phép tìm kiếm thành công và thuật toán kết thúc. Nếu chúng không bằng nhau thì tùy vào phần tử nào lớn hơn, thuật toán lặp lại bước so sánh trên với nửa đầu hoặc nửa sau của danh sách.

-Các bước thực hiện: Cho N số trên mảng một chiều A[0..N-1] đã sắp tăng, ban đầu khởi trị đầu trái của khoảng chứa k là *l*=0; và đầu phải của khoảng chứa k là *r*=N-1. Trong khi *l<r* thực hiện vòng lặp: chọn m là điểm giữa của *l* và *r*, nếu A[m]<k thì giá trị *k* chỉ có thể trong đoạn [m+1,r] do đó gán lại giá trị *l=m+1*; nếu k≤A[m] thì giá trị *k* chỉ có thể nằm trong đoạn [*l, m*] do đó gán lại *r=m*;

Kết thúc vòng lặp nếu a[r]=k thì xuất ra vị trí r, ngược lại thì xuất ra thông báo “-1” (nghĩa là vô nghiệm).

- Thuật toán được viết bằng ngôn ngữ C++ như sau:

int binarySearch(int arr[], int l, int r, int x)

{

   if (r >= l)

   {

        int mid = l + (r - l)/2;

        if (arr[mid] == x)

            return mid;

        if (arr[mid] > x)

            return binarySearch(arr, l, mid-1, x);

        return binarySearch(arr, mid+1, r, x);

   }

   return -1;

}

*Đặc biệt.* Trong lớp vector, C++ xây dựng sẵn hàm tìm kiếm nhị phân (binary\_search(p1, p2, x));

Nếu x là một trong các phần tử của vector kể từ vị trí lặp *p1* đến vị trí lặp *p2* thì hàm này trả về giá trị true, ngược lại trả về giá trị false.

-Đánh giá độ phức tạp:

- Tìm kiếm bằng dùng hàm có sẵn :

lower\_bound(a+1,a+n+1,x)-a;

**upper\_bound(a+1,a+n+1,x)-a-1**

|  |
| --- |
| #include <bits/stdc++.h>  using namespace std;  int n,x,a[1003];  int main() {  cin>>n>>x;  for(int i=1;i<=n;i++)  cin>>a[i];  int pos = upper\_bound(a+1, a+n+1, x)-a;  cout << "Con trỏ trả về: " << pos << endl;  // cout << "Giá trị tại đó: " << \*pos << endl;  } |

**Giống nhau giữa lower\_bound và upper\_bound**

✅ Cả hai đều trả về một **con trỏ**.  
✅ Để lấy chỉ số, ta cần **trừ a** (pointer - array\_base).  
✅ Thường hoạt động chính xác nếu **mảng đã sắp xếp**.

**2.5: Mảng cộng dồn**

Bài toán tìm tổng dãy con liên tiếp là một bài toán cơ bản có rất nhiều biến thể trong các bài toán tin mức độ trung bình đến tương đối khó, phù hợp với đối tượng học sinh tiền đội tuyển lớp 10 chuyên. Đây là chủ đề vận dụng kiến thức nâng cao sau khi học mảng một chiều, mảng hai chiều, quy hoạch động cơ bản.

Phát biểu bài toán cơ sở: cho mảng A gồm N phần tử. Gọi mảng F là mảng cộng dồn – là một mảng có kích thước như A và giá trị được tính theo công thức:

Để thực hiện việc tính mảng F, ta sử dụng đoạn code đơn giản sau:

**f[0]=0;**

**for (int i=1; i<=n; i++)**

**f[i]=f[i-1]+a[i];**

Bài toán: Cho mảng A kích thước N phần tử. Ban đầu A[i]=0; Thực hiện M truy vấn: Tăng giá trị đoạn từ A[a] đến A[b] một giá trị Val; Tìm giá trị lớn nhất trong mảng sau M truy vấn?

**Input:**

* Dòng đầu ghi số nguyên N (): số lượng phần tử; M số lượng truy vấn, Val: giá trị tăng
* M dòng tiếp theo thể hiện M truy vấn: mỗi dòng gồm hai số i,j cách nhau bởi dấu cách

**Output:**

* Ghi một số nguyên duy nhất là giá trị lớn nhất mảng sau khi thực hiện lần lượt M truy vấn

**Ví dụ:**

|  |  |
| --- | --- |
| Input | Output |
| 5 3 100  2 4  1 3  1 2 | 300 |

Giải thích:

* Sau lượt 1: A={0;100;100;100;0}
* Sau lượt 2: A={100;200;200;100;0}
* Sau lượt 3: A={200;300;200;100;0}
* Vậy giá trị lớn nhất là 300.

**Hướng dẫn:**

Sol1 (Trâu): mỗi cặp [a,b] ta tăng Val cho các phần tử từ A[a] đến A[b];

Sol2 (dùng mảng cộng dồn F):

* Mỗi cặp [a,b] ta cộng vào A[a]+=Val; và A[b+1]-=Val

|  |
| --- |
| #include <bits/stdc++.h>  using namespace std;  int main() {  int N, M, Val;  cin >> N >> M >> Val;  vector<long long> diff(N + 2, 0); // Mảng chênh lệch (N+2 để tránh out of bound)  // Nhập M truy vấn và cập nhật mảng chênh lệch  for (int q = 1; q <= M; q++) {  int i, j;  cin >> i >> j;  diff[i] += Val;  diff[j + 1] -= Val; // Giảm tại j+1 để giữ đúng biên  }  // Khôi phục mảng A từ mảng chênh lệch  long long max\_value = 0, current = 0;  for (int i = 1; i <= N; i++) {  current += diff[i];  max\_value = max(max\_value, current);  }  cout << max\_value << endl;  return 0;  } |

**2.6: Kĩ thuật đếm & set &map…**

**Bài toán:**

**Phát biểu bài toán:**

Cho một mảng gồm n số nguyên. Hãy đếm số lượng các phần tử khác nhau trong mảng.

**Dữ liệu vào:**

* Một số nguyên n (số lượng phần tử trong mảng).
* Một mảng gồm n số nguyên.

**Dữ liệu ra:**

* Một số nguyên là số lượng phần tử khác nhau trong mảng.

|  |  |
| --- | --- |
| **input** | **ouput** |
| 5  1 1 2 3 3 | 3 |

Bài toán đặt ra:

- Nếu phạm vi giá trị của mảng nhỏ và biết trước (ví dụ: [−106,106].

🡪Dùng mảng đếm

|  |
| --- |
| #include <bits/stdc++.h>  #define int long long  using namespace std;  int n,m,k;  int d[1000003], a[1000003];  int kq=0;  main()  {  cin>>n;  for(int i=1;i<=n;i++)  {  cin>>a[i];  d[a[i]]++;  }  for(int i=1;i<=n;i++)  {  if(d[a[i]]>0) kq++;  d[a[i]]=0;  }  cout<<kq;  } |
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|  |
| --- |
| #include <bits/stdc++.h>  using namespace std;  int main() {  // Khai báo set - Duy trì thứ tự tăng dần  set<int> s1 = {5, 2, 8, 1, 3,3};  cout << "Set: ";  for (int x : s1) {  cout << x << " "; // Output: 1 2 3 5 8  }  cout << "\n";  // Khai báo unordered\_set - Không có thứ tự cố định  unordered\_set<int> s2 = {5, 2, 8, 1, 3,3};  cout << "unordered\_set: ";  for (int x : s2) {  cout << x << " "; // Output có thể thay đổi mỗi lần chạy  }  cout << "\n";  // Khai báo map - Duy trì thứ tự key tăng dần  map<int, string> mp = {{2, "Hai"}, {1, "Mot"}, {3, "Ba"}};  cout << "Map:\n";  for (auto p : mp) {  cout << p.first << " -> " << p.second << "\n"; // Output: 1 -> Mot, 2 -> Hai, 3 -> Ba  }  // Khai báo unordered\_map - Không có thứ tự cố định  unordered\_map<int, string> mp2 = {{2, "Hai"}, {1, "Mot"}, {3, "Ba"}};  cout << "Unordered Map:\n";  for (auto p : mp2) {  cout << p.first << " -> " << p.second << "\n"; // Output có thể thay đổi mỗi lần chạy  }  } |

|  |  |
| --- | --- |
| #include <bits/stdc++.h>  using namespace std;  int main() {  int n;  cin >> n;  set<int> s;  for (int i = 0; i < n; i++) {  int x;  cin >> x;  s.insert(x); // Chèn vào set  }  cout << s.size() << endl;  for (int x : s) { cout << x << " "; }  } | #include <bits/stdc++.h>  using namespace std;  int main() {  int n;  cin >> n;  unordered\_set<int> s;  for (int i = 0; i < n; i++) {  int x;  cin >> x;  s.insert(x); // Chèn vào set  }  cout << s.size() << endl;  for (int x : s) { cout << x << " "; }  } |
| #include <iostream>  #include <map>  using namespace std;  int main() {  int n;  cin >> n;  map<int, int> mp;  for (int i = 0; i < n; i++) {  int x;  cin >> x;  mp[x]++; // Đếm số lần xuất hiện của từng số  }  cout << mp.size() << endl;  for (auto it : mp)  { cout << it.first << " "; }  } | #include <iostream>  #include <unordered\_map>  using namespace std;  int main() {  int n;  cin >> n;  unordered\_map<int, int> freq;  for (int i = 0; i < n; i++) {  int x;  cin >> x;  freq[x]++; // Đếm số lần xuất hiện của từng số  }  cout << freq.size() << endl;  for (auto it : freq)  { cout << it.first << " "; }  } |
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**2.6 I. Giới thiệu kĩ thuật 2 con trỏ.**

Hai con trỏ thực sự là một kĩ thuật dễ dàng và hiệu quả dùng trong tìm kiếm các cặp thỏa mãn điều kiện nào đó trong mảng đã được sắp xếp.

Ví dụ: Cho một mảng đã sắp xếp A (được sắp xếp theo thứ tự tăng dần), có N số nguyên, hãy tìm xem tồn tại bất kì một cặp (A[i], A[j]) mà có tổng bằng X.

|  |
| --- |
| #include <bits/stdc++.h>  using namespace std;  int a[10003],n,x;  bool findd(int A[], int N, int X) {  int left = 1, right = N;  while (left < right) {  int sum = A[left] + A[right];  if (sum == X) {  cout << A[left] << " " << A[right]<<endl;  return true;  }  if (sum < X) left++;  else right--;  }  cout << "Không tìm thấy cặp nào.\n";  return false;  }  main() {  cin>>n>>x;  for(int i=1;i<=n;i++)  cin>>a[i];  sort(a+1,a+n+1);  finddum(a,n, x);  } |

Code in ra tất cả các cặp:

|  |
| --- |
| #include <bits/stdc++.h>  using namespace std  int a[10003], n, x;  void findd(int A[], int N, int X) {  int left = 1, right = N;  bool found = false; // Biến kiểm tra xem có cặp nào hợp lệ không  while (left < right) {  int sum = A[left] + A[right];  if (sum == X) {  cout << A[left] << " " << A[right] << endl;  found = true;  left++; // Tiếp tục tìm tiếp các cặp khác  right--;  }  else if (sum < X) {  left++;  }  else {  right--;  }  }  if (!found) {  cout << "Not found.\n";  }  }  int main() {  cin >> n >> x;  for (int i = 1; i <= n; i++)  cin >> a[i];  sort(a + 1, a + n + 1);  findd(a, n, x);  } |

Code in ra cặp cuối cùng nếu có nhiều cặp:

|  |
| --- |
| #include <bits/stdc++.h>  using namespace std;  int a[10003], n, x;  void findd(int A[], int N, int X) {  int left = 1, right = N;  int lastLeft = -1, lastRight = -1; // Lưu cặp hợp lệ cuối cùng  while (left < right) {  int sum = A[left] + A[right];  if (sum == X) {  lastLeft = A[left];  lastRight = A[right];  left++; // Tiếp tục tìm để lấy cặp cuối cùng  right--;  }  else if (sum < X) {  left++;  }  else {  right--;  }  }  if (lastLeft != -1 && lastRight != -1) {  cout << lastLeft << " " << lastRight << endl;  } else {  cout << "NOT FOUND.\n";  }  }  int main() {  cin >> n >> x;  for (int i = 1; i <= n; i++)  cin >> a[i];  sort(a + 1, a + n + 1); // Sắp xếp mảng trước khi dùng hai con  findd(a, n, x);  } |

# **III. Một số bài tập áp dụng:**

## Bài 1: Xếp mã số học sinh

**Đề bài:**

Trong thời gian tiến hành Đại hội thể dục thể thao, mỗi học sinh được nhận một số hiệu là một số tự nhiên. Cần sắp danh sách các học sinh tham gia Đại hội theo điểm thi đấu của họ.

Tệp dữ liệu vào là **XEPMASO.INP** Dòng đầu tiên là số - số học sinh N≤105. Trên mỗi dòng tiếp theo cho mã số và điểm thi đấu của mỗi học sinh. Tất cả các số không vượt quá .

Tệp kết quả ra là **XEPMASO.OUT** đưa ra danh sách giảm dần theo thứ tự điểm thi đấu. Nếu hai học sinh cùng số điểm thì sắp tăng theo mã số.

Trong tệp input cũng như tệp output, thông tin về mỗi học sinh ghi trên một dòng, mã số ghi trước, điểm thi đấu ghi sau.

Ví dụ

|  |  |
| --- | --- |
| XEPMASO.INP | XEPMASO.OUT |
| 3  101 80  305 90  200 14 | 305 90  101 80  200 14 |
| 3  20 80  30 90  25 90 | 25 90  30 90  20 80 |

**Ràng buôc:**

* 50% số test tương ứng với 50% số điểm N≤103
* 50% số test tương ứng với 50% số điểm N≤105

**CODE THAM KHẢO:**

1. **Thuật toán trâu O(N2)**

|  |
| --- |
| #include<bits/stdc++.h>  using namespace std;  int n, id[100000], v[100000];  main()  {  // freopen("XEPMASO.INP","r",stdin);  //freopen("XEPMASO.OUT","w",stdout);  cin >> n;  for(int i = 0; i < n; i++)  cin >> id[i] >> v[i];  for(int i = 0; i < n-1; i++)  for(int j = i+1; j < n; j++) {  if(v[j] > v[i]) {  swap(v[j], v[i]);  swap(id[j], id[i]);  }  if(v[i] == v[j] && id[i] > id[j])  swap(id[i], id[j]);  }  for(int i = 0; i < n; i++)  cout << id[i] << ' ' << v[i] << "\n";  **}** |

**Code: Sử dụng quicksort**

|  |
| --- |
| #include <bits/stdc++.h>  using namespace std;  int a[100005], b[100005], n;  void quickSort(int a[], int b[], int l, int r) {  int i = l, j = r;  int pivot = b[(l + r) / 2]; // Chọn phần tử giữa làm pivot  while (i <= j) {  while (b[i] > pivot) i++;  while (b[j] < pivot) j--;  if (i <= j) {  swap(b[i], b[j]);  swap(a[i], a[j]);  i++;  j--;  }  }  if (l < j) quickSort(a, b, l, j);  if (i < r) quickSort(a, b, i, r);  }  int main() {  cin >> n;    for (int i = 1; i <= n; i++)  cin >> a[i] >> b[i];    quickSort(a, b, 1, n);  int j = 0; // Khởi tạo j  for (int i = 1; i < n; i++) {  if (b[i] == b[i + 1])  j++;  else {  sort(a + i - j, a + i + 1); // Sắp xếp lại chỉ số nếu b[i] giống nhau  j = 0;  }  }  // Xử lý trường hợp cuối cùng nếu có nhiều số bằng nhau ở cuối mảng  if (j > 0)  sort(a + n - j, a + n + 1);  for (int i = 1; i <= n; i++)  cout << a[i] << " " << b[i] << endl;  return 0;  } |

**Tóm lại, thuật toán của bạn chạy trong O(n log n) trong trường hợp trung bình và tốt nhất, nhưng có thể lên O(n²) trong trường hợp xấu nhất.**

|  |
| --- |
| **Thuật toán: Sử dụng Pair // O(n log n)**  #include <bits/stdc++.h>  #define p(a) pair<long long , long long> a  using namespace std;  bool cmp(p(a) , p(b)){  if(a.second == b.second) return a.first < b.first;  return a.second > b.second;  }  pair<long long , long long> a[100005];  long long n;  signed main(){  ios\_base::sync\_with\_stdio(0);cin.tie(0);cout.tie(0);  //freopen("XEPMASO.INP" , "r" , stdin);  // freopen("XEPMASO.OUT" , "w" , stdout);  cin >> n;  for(int i = 1;i <= n;i++)  cin >> a[i].first >> a[i].second;  sort(a + 1,a + n + 1, cmp);  for(int i = 1;i <= n;i++)  cout << a[i].first << " " << a[i].second << '\n';  } |

**Câu 1a (1.5 điểm).**

Trong năm học vừa qua, để có những gói quà gửi cho các bạn học sinh bị Covid-19. Các nhà trường đã kêu gọi sự chung tay, giúp sức của các bạn học sinh. Sau một thời gian, nhà trường đã thu được một số món quà nhất định. Để đóng gói n (n 100) gói quà có kích thước a1, a2,….,an (|ai| 1000) vào các hộp có kích thước m (m 2000). Bình là một bạn học sinh rất sôi nổi khi tham gia vào các hoạt động này.

***Yêu cầu:*** Em hãy giúp bạn Bình lựa chọn 2 gói quà đầu tiên trong n gói quà, có thể đóng vừa hộp có kích thước m.

***Dữ liệu vào:*** Lấy dữ liệu từ tệp **Cau1a.inp**

- Dòng đầu chứa 2 số nguyên n, m (0<n 106, m 2000).

- Dòng thứ 2 chứa n số nguyên a1, a2,….,an (|ai| 1000).

***Dữ liệu ra:*** Kết quả được ghi ra tệp **Cau1a.out**

- Ghi ra vị trí đầu tiên mà 2 số có tổng là m trong dãy a.

- Nếu không tồn tại số nào, ghi ra -1.

***Ví dụ:***

|  |  |
| --- | --- |
| **Cau1a.inp** | **Cau1a.out** |
| 6 10  3 4 1 7 5 2 | 1 4 |
| 5 5  1 2 3 4 5 | 1 4 |
| 5 5  1 1 4 4 5 | 1 3 |

**Sub 1: n<=103 Sub 2: n<=106**

|  |
| --- |
| #include<bits/stdc++.h>  #define int long long  using namespace std;  int a[1000003];  int n,m;  int d[1000003];  unordered\_map<int, int> s;  pair <int, int> mp;  int sl=-1;  vector<pair<int, int>> pairs;  int t,tt;  main()  {  cin>>n>>m;  for(int i=1; i<=n; i++)  {  cin>>a[i];  }  for(int i=1; i<=n; i++)  {  if (s[m-a[i]]!=0) {  t=s[m-a[i]];  tt=i;  pairs.push\_back(t,tt);  }  //if(s[m-a[i]]==0)  s[a[i]] = i;  }  if (!pairs.empty()) {  sort(pairs.begin(), pairs.end()); // Sắp xếp để ưu tiên cặp có index nhỏ nhất  cout << pairs[0].first << " " << pairs[0].second << endl;  } else {  cout << "-1" << endl;  } |

## Bài 2: Sắp người xuống bè

**Đề bài:**

Các nhà thám hiểm được tập hợp trong cuộc thám hiểm đến miền Bắc cực. Họ có một chiếc bè lớn gồm N×M chiếc bè nhỏ gắn với nhau. Mỗi chiếc bè nhỏ có một sức chứa riêng, và mỗi nhà thám hiểm cũng có trọng lượng của mình. Mỗi chiếc bè nhỏ không thể chở hơn một nhà thám hiểm. Nếu sức chứa của chiếc bè nhỏ hơn trọng lượng nhà thám hiểm chọn nó thì nhà thám hiểm đó có thể bị chết đuối khi bước xuống chiếc bè nhỏ này. Người lãnh đạo cuộc thám hiểm nghĩ cách xếp bè. Hãy giúp đỡ ông ta xác định số nhiều nhất các nhà thám hiểm có thể đi.

Tệp dữ liệu vào là **SAPBE.INP**. Dòng đầu tiên là các số N và M (1≤N, M≤40). Trong N dòng tiếp theo, mỗi dòng M số là sức chứa M bè nhỏ. Dòng thứ N+2 là số K (1≤K≤2000) là số lượng các nhà thám hiểm. Trong dòng thứ N+3 chứa K số, số thứ *i* trong chúng là trọng lượng nhà thám hiểm thứ *i*. Tất cả trọng lượng các nhà thám hiểm và sức chứa các bè không vượt quá 109.

Tệp kết quả ra là **SAPBE.OUT** đưa ra một số là số nhiều nhất các nhà thám hiểm tham gia cuộc thám hiểm này.

Ví dụ

|  |  |
| --- | --- |
| SAPBE.INP | SAPBE.OUT |
| 3 2  5 10  7 5  5 5  6  9 5 3 5 12 10 | 4 |

**Giải:**

**Test:** <https://drive.google.com/open?id=17J0L8XehKWweCk_nPiUGY8otLfYZi_u8>

|  |
| --- |
| #include<bits/stdc++.h>  #define int long long  using namespace std;  int a[1000007],b[1000007],m,n,ii,res;  main()  {  freopen("sapbe.inp","r",stdin); freopen("sapbe.out","w",stdout);  cin>>m>>n;  for(int i=1;i<=m\*n;i++) cin>>a[i];  sort(a+1,a+1+m\*n);  m\*=n;  cin>>n;  for(int i=1;i<=n;i++) cin>>b[i];  sort(b+1,b+1+n);  ii=0;  for(int i=1;i<=n&&ii<=m;i++)  {  do  ii++;  while(b[i]>a[ii]);  cout<<i<<' '<<ii<<'\n';  res++;  }  cout<<res-1;  } |

Cải tiến:

|  |
| --- |
| #include <bits/stdc++.h>  using namespace std;  int n,m,k,a[100003],b[100003];  int d=0;  main()  {  cin>>n>>m;  for(int i=1;i<=n\*m;i++)  {  cin>>a[i];  }  cin>>k;  for(int i=1;i<=k;i++)  {  cin>>b[i];  }  sort(a+1,a+m\*n+1);  sort(b+1,b+k+1);  int j=1;  int vt=0;  for(int i=1;i<=n\*m;i++)  {  vt=lower\_bound(a+vt+1,a+n\*m+1,b[j])-a;  {  if(vt<=n\*m && j<=k)  {  //cout<<vt<<" ";  d++;  j++;  }  else  break;  }  }  cout<<d;  } |

**Bài 3 : dayso.cpp**

Dãy Cho hai dãy số nguyên 𝑥1, 𝑥2, … , 𝑥𝑚 và 𝑦1, 𝑦2, … , 𝑦𝑛 mà A tạo ra, cho 𝑠1, 𝑠2, … , 𝑠𝑘 là 𝑘 câu hỏi của 𝐵. Với câu hỏi 𝑠𝑖 (𝑖 = 1,2, … , 𝑘) đưa ra giá trị chênh lệch nhỏ nhất của 𝑠𝑖 với tổng hai số tìm được.

**Dữ liệu:**

- Dòng đầu chứa ba số nguyên dương 𝑚, 𝑛, 𝑘;

- Dòng thứ hai chứa 𝑚 số nguyên 𝑥1, 𝑥2, … , 𝑥𝑚 (|𝑥𝑖| ≤ 109);

- Dòng thứ ba chứa 𝑛 số nguyên 𝑦1, 𝑦2, … , 𝑦𝑛 (|𝑦𝑖| ≤ 109);

- Dòng thứ tư chứa 𝑘 số nguyên 𝑠1, 𝑠2, … , 𝑠𝑘 (|𝑠𝑖| ≤ 109).

**Kết quả:**

Gồm 𝑘 dòng, dòng thứ 𝑖 ghi giá trị chênh lệch nhỏ nhất của 𝑠𝑖 với tổng hai số tìm được.

**Ví dụ:**

|  |  |
| --- | --- |
| input | output |
| 3 4 3 1 3 2 -1 5 3 1 1 2 9 | 0  0 1 |

**Ràng buộc:**

* Có 40% số test ứng với 40% số điểm của bài có 𝑚, 𝑛 ≤ 1000; 𝑘 ≤ 10;
* Có 40% số test khác ứng với 40% số điểm của bài có 𝑚, 𝑛 ≤ 105; 𝑘 ≤ 10;
* Có 20% số test còn lại với 20% số điểm còn lại của bài có 𝑚, 𝑛 ≤ 105; 𝑘 ≤ 500.

|  |
| --- |
| #include <bits/stdc++.h>  #define int long long  using namespace std;  const int N = 1e5 + 5;  int m , n , k;  int x[N] , y[N];  void sub1(){  while(k--){  int l;  cin >> l;  int res = 2e9;  for(int i = 1;i <= m;i++)  for(int j = 1;j <= n;j++)  res = min(res , abs(l - (x[i] + y[j])));  cout << res << '\n';  }  }  void sub2(){  while(k--){  int l;  cin >> l;  int res = 2e9;  for(int i = 1;i <= m;i++){  int j = lower\_bound(y + 1 , y + n + 1 , l - x[i]) - y;  if(j == 1)  res = min(res , abs(l - (x[i] + y[1])));  else if(j == n + 1)  res = min(res , abs(l - (x[i] + y[n])));  else res = min({res , abs(l - (x[i] + y[j - 1])) , abs(l - (x[i] + y[j])) });  }  cout << res << '\n';  }  }  void sub3(){  while(k--){  int l;  cin >> l;  int res = 2e9;  int i = 1, j = n;  y[0] = INT\_MAX;  while(i <= m){  while(j > 0 && x[i] + y[j - 1] >= l)  j--;  if(j < 1)  j++;  res = min({res , abs(l - x[i] - y[j]) , abs(l - x[i] - y[j - 1])});  i++;  }  cout << res << '\n';  }  }  signed main(){  // freopen("test.inp" , "r" , stdin);  // freopen("test.out" , "w" , stdout);  ios\_base::sync\_with\_stdio(0);cin.tie(0);cout.tie(0);  cin >> m >> n >> k;  for(int i = 1;i <= m;i++)  cin >> x[i];  for(int i = 1;i <= n;i++)  cin >> y[i];  sort(x + 1 , x + m + 1);  sort(y + 1 , y + n + 1);  if(m <= 1e3 && n <= 1e3 && k <= 10)  sub1();  else if(m <= 1e5 && n <= 1e5 && k <= 10)  sub2();  else if(m <= 1e5 && n <= 1e5 && k <= 500)  sub3();  } |

sub3();

|  |
| --- |
| cin>>m>>n>>k;  for (int i=1; i<=m; i++)  cin>>x[i];  for (int i=1; i<=n; i++)  cin>>y[i];  sort(x+1,x+m+1);  sort(y+1,y+n+1);  while (k--) {  cin>>s;  int l=1,r=n,diff=INT\_MAX;  while (l<=m && r>=1) {  if (diff==0)  break;  if (abs(x[l]+y[r]-s)<diff)  diff=abs(x[l]+y[r]-s);  if (x[l]+y[r]>s)  r--;  else  l++;  }  printf("%d\n",diff);  }  } |

## Bài 3: Khiêu vũ

**Đề bài:**

Một làng quê có chàng trai đánh số từ 1 tới và cô gái đánh số từ 1 tới . Chàng trai thứ có chiều cao (), cô gái thứ có chiều cao ().

Trong một buổi khiêu vũ, người ta muốn chọn ra một số cặp nhảy. Mỗi cặp nhảy gồm đúng 1 chàng trai và 1 cô gái và trong cặp đó, chàng trai phải cao hơn cô gái. Mỗi chàng trai, cô gái trong làng không được tham gia quá 1 cặp nhảy.

**Yêu cầu:** Tìm một số nhiều nhất các cặp nhảy thỏa mãn yêu cầu trên.

**Dữ liệu:** Vào từ file văn bản DANCE.INP

* Dòng 1 chứa hai số nguyên dương
* Dòng 2 chứa số nguyên dương ()
* Dòng 3 chứa số nguyên dương ()

*Các số trên một dòng được ghi cách nhau ít nhất một dấu cách*

**Kết quả:** Ghi ra file văn bản DANCE.OUT một số nguyên duy nhất là số cặp nhảy theo phương án tìm được.

**Ví dụ**

|  |  |
| --- | --- |
| DANCE.INP | DANCE.OUT |
| 3 2  1 2 3  2 3 | 1 |
| 4 5  1 2 3 4  2 2 1 4 5 | 3 |

**Chú ý:** Ít nhất 50% số điểm ứng với các test có .

|  |
| --- |
| #include <bits/stdc++.h>  using namespace std;  long long n,m,a[100005],b[100005],res;  int main()  {  freopen("dance.inp","r",stdin);  freopen("dance.out","w",stdout);  cin>>m>>n;  for(int i=1; i<=m; i++)  cin>>a[i];  for(int i=1; i<=n; i++)  cin>>b[i];  sort(a+1,a+m+1,greater<long long>());  sort(b+1,b+n+1,greater<long long>());  int i=1,j=1;  while(i<=m&&j<=n)  {  if(a[i]>b[j])  {  res++;  i++;  j++;  }  else j++;  }  cout<<res;  } |

**Giải:**

Ta nhận thấy, sử dụng thuật toán sắp xếp để sắp 2 mảng tưởng ứng với chàng trai và cô gái. Sau khi sắp xong, dựa theo điều kiện đầu bài để tìm các cặp phù hợp, khi tìm được thì tăng biến đếm. Với giới hạn bài này nếu sử dụng thuật toán sắp xếp thường chỉ được 50% số điểm. Ta sử dụng thuật toán Quick Sort để đảm bảo về mặt thời gian.

Chương trình tham khảo:

**Test:** <https://drive.google.com/open?id=1UCoV3A817hS-qWmq8hmupeA22iadRJfS>

## Bài 4: Hình vuông

**Đề bài:**

Trên mặt phẳng với hệ tọa độ Descartes vuông góc cho điểm. Hãy tìm hình vuông nhỏ nhất có cạnh song song với một trong hai trục tọa độ chứa tất cả điểm đã cho (điểm nằm trên cạnh hình vuông cũng bị tính là chứa trong hình vuông)

**Dữ liệu:** Vào từ file văn bản **SQUARE.INP**:

* Dòng 1 chứa số nguyên dương
* dòng tiếp theo, dòng thứ chứa hai số nguyên là tọa độ của một điểm ,

**Kết quả:** Ghi ra file văn bản **SQUARE.OUT** một số nguyên duy nhất là diện tích hình vuông tìm được

0

1

2

3

4

5

6

7

1

2

3

4

5

6

7

**Ví dụ**

|  |  |
| --- | --- |
| SQUARE.INP | SQUARE.OUT |
| 3  3 4  5 7  4 3 | 16 |

**Giải:**

Ta nhận thấy để tìm được hình vuông nhỏ nhất chứa tất cả các điểm, tức là tìm hiệu độ dài lớn nhất giữa các giá trị lớn nhất và nhỏ nhất tương ứng với hai trục x,y. Vì vậy ta có thể sắp tăng 2 mảng, sau đó trừ phần tử cuối và phần tử đầu rồi so sánh, lấy giá trị lớn nhất bình phương chính là diện tích hình vuông ta cần tìm.

Chương trình tham khảo:

#include <bits/stdc++.h>

using namespace std;

void quickSort(int A[], int l, int r)

{

if(l>=r) return;

int i=l;

int j=r;

int x=A[(l+r)/2];

while(i<=j)

{

while(A[i]<x) i++;

while(A[j]>x) j--;

if(i<=j)

{

int temp=A[i];

A[i]=A[j];

A[j]=temp;

i++;

j--;

}

}

quickSort(A,l,j);

quickSort(A,i,r);

}

int main()

{

freopen("square.inp","r",stdin);

freopen("square.out","w",stdout);

long long n;

cin >> n;

long long a[n], b[n];

for (long long i = 0; i < n; i++) cin >> a[i] >> b[i];

//quickSort(a,0,n);

//quickSort(b,0,n);

sort(a,a+n);

sort(b,b+n);

long long c,d,maxx;

c = a[n-1]-a[0];

d = b[n-1]-b[0];

if (c>=d) maxx = c;

else maxx = d;

cout << maxx \* maxx;

return 0;

}

**Test:** <https://drive.google.com/open?id=1aoyAWU7TBT6_01rPherGdRuCvxsyS47o>

## Bài 5: Running

**Đề bài:**

Sau nhiều ngày học căng thẳng, thầy giáo quyết định cho bạn học sinh lớp Tin thi chạy với khoảng cách là 100m. Vì phải bấm giờ nên thầy đã nhờ một bạn ghi lại điểm thi chạy của bạn học sinh. Thầy có xem qua bảng ghi điểm và nhận thấy Minh là người về nhì. Thật không may, do sơ suất nên thầy đã làm đổ cốc trà đá lên tờ giấy ghi điểm làm nhòe hết phần kết quả. Thầy chỉ còn danh sách gồm bạn học sinh và số điểm của các bạn. Hãy giúp thầy tìm ra điểm Minh và hai bạn có thời gian chạy cao nhất để trao thưởng.

Input

* Dòng đầu tiên chứa số nguyên dương là số bạn học sinh tham gia chạy.
* Dòng thứ hai chứa số nguyên lần lượt là điểm thi chạy của bạn (thứ tự theo số hiệu của các bạn từ đến ).

Output

* Dòng đầu tiên xuất ra điểm của Minh, nếu không thể xác nhận được thì xuất ra "-1".
* Dòng thứ hai ghi số hiệu của hai bạn có điểm cao nhất

|  |  |
| --- | --- |
| Running.inp | Running.out |
| 6  1 5 3 3 4 4 | 4  2 5 |
| 5  1 1 1 1 1 | -1  1 2 |
| 10  10 3 3 3 4 10 3 4 10 3 | 4  1 6 |

**Giải:**

Ta nhận thấy đây là bài toán tìm giá trị lớn thứ hai trong mảng một chiều. Khởi trị hai biến: *nhat* và *nhi* bằng giá trị âm có giá trị tuyệt đối khá lớn. Duyệt mảng A chứa các điểm thi từ A[0] đến A[N-1]:

if a[i]>nhat then begin

if (nhat>nhi) then nhi := nhat;

nhat := a[i];

end else

if (a[i]<nhat) and (a[i]>nhi) then nhi := a[i];

Sau khi thực hiện câu a) tìm được giá trị lớn thứ nhất là *nhat* và giá trị lớn thứ nhì là *nhi*. Nếu có hai phần tử bằng nhau thì duyệt mảng A đưa ra vị trí của hai phần tử này. Nếu chỉ có một phần tử bằng nhau thì đưa ra vị trí của phần tử này rồi duyệt lại mảng A, đưa thêm vị trí của một phần tử bằng *nhi*.

Chương trình tham khảo:

#include <fstream>

#include <vector>

using namespace std;

int vc = -2000000000;

int n, nhat, nhi, x;

vector<int> a;

ifstream f;

ofstream g;

int main() {

*// Đọc dữ liệu từ tệp input*

f.open("running.inp");

f >> n;

for (int i=0;i!=n;i++) {

f>>x;

a.push\_back(x);

}

f.close();

*// Tìm giá trị lớn nhất, lớn nhì*

nhat = vc; nhi = vc;

for (int i=0; i!=n; i++) {

if (a[i]>nhat) {

if(nhat>nhi) nhi=nhat;

nhat=a[i];

} else

if((a[i]<nhat)&&(a[i]>nhi))

nhi=a[i];

}

*// Ghi kết quả vào output*

g.open("running.out");

if (nhi!=vc)

g<<nhi<<endl;

else

g<<"vo nghiem"<<endl;

*/\* ghi chỉ số 2 phần tử trong dãy A có giá trị cao nhất \*/*

int count=0;

for (int i=0;i!=n;i++) {

if (a[i]==nhat) {

count++;

g<<i+1 <<" ";

if (count==2) break;

}

}

if (count==1)

for (int i=0;i!=n;i++) {

if (a[i]==nhi) {

count++; g<<i+1;

if (count==2) break;

}

}

g.close();

return 0;

}

**Test:** <https://drive.google.com/open?id=1WS_v3HwZ9F59P5CvnhzSo_0qO3NpMXAy>

## Bài 6: NKSGAME – VOI08 Trò chơi với dãy số

**Đề bài:**

Hai bạn học sinh trong lúc nhàn rỗi nghĩ ra trò chơi sau đây. Mỗi bạn chọn trước một dãy số gồm n số nguyên. Giả sử dãy số mà bạn thứ nhất chọn là: b1, b2, ..., bn còn dãy số mà bạn thứ hai chọn là c1, c2, ..., cn.

Mỗi lượt chơi mỗi bạn đưa ra một số hạng trong dãy số của mình. Nếu bạn thứ nhất đưa ra số hạng , còn bạn thứ hai đưa ra số hạng thì giá của lượt chơi đó sẽ là

**Ví dụ:** Giả sử dãy số bạn thứ nhất chọn là 1, -2; còn dãy số mà bạn thứ hai chọn là 2, 3. Khi đó các khả năng có thể của một lượt chơi là (1, 2), (1, 3), (-2, 2), (-2, 3). Như vậy, giá nhỏ nhất của một lượt chơi trong số các lượt chơi có thể là 0 tương ứng với giá của lượt chơi (-2, 2).

**Yêu cầu:** Hãy xác định giá nhỏ nhất của một lượt chơi trong số các lượt chơi có thể.

**Dữ liệu**

* Dòng đầu tiên chứa số nguyên dương
* Dòng thứ hai chứa dãy số nguyên
* Dòng thứ hai chứa dãy số nguyên , , ...,  (|| ≤ , i=1, 2, ..., n)

Hai số liên tiếp trên một dòng được ghi cách nhau bởi dấu cách.

**Kết quả:** Ghi ra giá nhỏ nhất tìm được.

Ràng buộc: 60% số tests ứng với 60% số điểm của bài có 1 ≤ n ≤ 1000.

**Ví dụ:**

|  |  |
| --- | --- |
| NKSGAME.inp | NKSGAME.out |
| 2  1 -2  2 3 | 0 |

**Giải:**

Nhận thấy bài toán ta cần tìm là với mỗi cần tìm một giá trị sao cho nhỏ nhất. Như vậy ta cần sắp lại mảng , với mỗi giá trị ta tìm kiếm nhị phân thỏa mãn gần nhất.

Chương trình tham khảo:

#include <bits/stdc++.h>

using namespace std;

const int maxn = 100009;

const int o = 2000000009;

int i, j, n, ans, tmp, b[maxn], a[maxn];

bool cmp (int x, int y) {

return(x < y);

}

int main() {

cin >> n;

for (i = 1; i <= n; i++) cin >> a[i];

for (i = 1; i <= n; i++) cin >> b[i];

sort (b+1, b+n+1, cmp);

ans = o;

for (i = 1; i <= n; i++) {

tmp = lower\_bound(b+1,b+n+1,0-a[i]) - b;

if (tmp > n) tmp = n;

ans = min(ans, abs(a[i] + b[tmp]));

if (tmp == 1) continue;

ans = min(ans, abs(a[i] + b[tmp-1]));

}

cout << ans;

return 0;

}

**Test:** <https://drive.google.com/open?id=1up87esaQnCYUn9_lgt5_Usrazs0_vxex>

## Bài 7: NKJUMP - VOI08 Lò cò

Nhảy lò cò là trò chơi dân gian của Việt Nam. Người trên hành tinh X cũng rất thích trò chơi này và họ đã cải biên trò chơi này như sau: Trên mặt phẳng vẽ n vòng tròn được đánh số từ 1 đến n. Tại vòng tròn i người ta điền số nguyên dương ai. Hai số trên hai vòng tròn tùy ý không nhất thiết phải khác nhau. Tiếp đến người ta vẽ các mũi tên, mỗi mũi tên hướng từ một vòng tròn đến một vòng tròn khác. Quy tắc vẽ mũi tên là: Nếu có ba số ai, aj, ak thỏa mãn ak = ai + aj thì vẽ mũi tên hướng từ vòng tròn i đến vòng tròn k và mũi tên hướng từ vòng tròn j đến vòng tròn k. Người chơi chỉ được di chuyển từ một vòng tròn đến một vòng tròn khác nếu có mũi tên xuất phát từ một trong số các vòng tròn, di chyển theo cách mũi tên đã vẽ để đi đến các vòng tròn khác. Người thắng cuộc sẽ là người tìm được cách di chuyển qua nhiều vòng tròn nhất.

**Ví dụ:** Với 5 vòng tròn và các số trong vòng tròn là 1, 2, 8, 3, 5, trò chơi được trình bày trong hình dưới đây:

![http://www.spoj.com/content/paulmcvn:nkjump.jpg](data:image/jpeg;base64,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)

Khi đó có thể di chuyển được nhiều nhất qua 4 vòng tròn (tương ứng với đường di chuyển được tô đậm trên hình vẽ).

**Yêu cầu**

Hãy xác định xem trong trò chơi mô tả ở trên, nhiều nhất có thể di chuyển được qua bao nhiêu vòng tròn.

**Dữ liệu**

* Dòng đầu chứa số nguyên ;
* Dòng thứ hai chứa dãy số nguyên dương

Hai số liên tiếp trên một dòng được ghi cách nhau bởi dấu cách.

**Kết quả**

Ghi ra số lượng vòng tròn trên đường di chuyển tìm được.

**Ràng buộc**

* 60% số tests ứng với 60% số điểm của bài có .

**Ví dụ:**

|  |  |
| --- | --- |
| NKJUMP.inp | NKJUMP.out |
| 5  1 2 8 3 5 | 4 |

**Giải:**

Ta thấy rằng từ một vòng chỉ có thể nhảy được đến vòng lớn hơn. Sử dụng quy hoạch động ta có thể giải bài toán.

* Bước đầu sắp xếp lại mảng
* Gọi là số bước nhảy lớn nhất để nhảy tới ô thứ i.
* với và tồn tại k sao cho
* Kiểm tra bằng tìm kiếm nhị phân

Chương trình tham khảo:

#include <bits/stdc++.h>

using namespace std;

const int maxn = 1009;

int i, j, n, a[maxn], b[maxn], f[maxn];

int main() {

freopen("NKJUMP.inp","r",stdin);

freopen("NKJUMP.out","w",stdout);

cin >> n;

for (int i = 1; i <= n; i++) cin >> a[i];

sort(a+1,a+n+1);

int tmp, ans = 0;

for (int i = 1; i <= n; i++) f[i] = 1;

for (int i = 3; i <= n; i++) {

for (int j = 1; j < i; j++) {

bool tmp = binary\_search(a+1,a+j,a[i] - a[j]);

if (tmp == 1) {

f[i] = max(f[i], f[j] + 1);

}

}

ans = max(ans, f[i]);

}

cout << ans << endl;

return 0;

}

**Test:** <https://drive.google.com/open?id=1u2p8gydkidpsjJ8PM1xENw0JRKHP_Kpw>

## Bài 8: Chênh lệch

**Đề bài:**

Cho một dãy số gồm số nguyên dương . Với một cặp số bạn hãy tìm độ chênh lệch bé nhất khi chia đoạn con thành hai phần.

Bạn hãy xem ví dụ:

- dãy A: 3 1 4 2 5

- Với cặp (2,5) bạn cần tìm chênh lệch nhỏ nhất khi chia đoạn này ra hai phần. Ví dụ có các cách chia sau: (1) và (4,2,5); (1,4) và (2,5); (1,4,2) và (5); (1,4,2,5) và (); Khi đó chênh lệch bé nhất là 2 – Tương ứng với cặp (1,4) (2,5).

**Input:**

  -  Dòng đầu tiên là hai số nguyên dương là số lượng truy vấn.

  -  Dòng tiếp theo là số nguyên dương trong dãy

  -  dòng tiếp theo mỗi dòng là 2 số nguyên dương . Mỗi cặp số là một truy vấn cần bạn trả lời.

**Output:**

  -  Gồm Q dòng, dòng thứ là giá trị chênh lệch nhỏ nhất tìm được ứng với truy vấn .

**Ví dụ:**

|  |  |
| --- | --- |
| chenhlech.inp | chenhlech.out |
| 5 1 3 1 4 2 5 2 5 | 2 |

**Giải:**

Ta sử dụng tìm kiếm nhị phân để tìm giá trị nhỏ nhất trong đoạn cần tìm. Mỗi lần tìm được một giá trị, ta lưu vào một mảng riêng . Kết thúc in các giá trị đã lưu trong mảng .

Chương trình tham khảo:

#include <bits/stdc++.h>

using namespace std;

long long n,m,res,x,y,x1,x2,mid,i,k,o,l,r;

long long a[1000006],b[1000006],c[1000005];

int main()

{

freopen("chenhlech.inp","r",stdin);

freopen("chenhlech.out","w",stdout);

cin>>n>>m;

for(i=1;i<=n;i++)

{

cin>>a[i];

b[i]=b[i-1]+a[i];

}

while(m>0)

{

m--;o++;res=1e9;

cin>>x>>y;

l=x;r=y;

while(l<=r)

{

mid=(l+r)/2;

x1=b[mid]-b[x-1];

x2=b[y]-b[mid];

res=min(res,abs(x1-x2));

if(x1==x2)

{

c[o]=res;

break;

}

if(x1<x2)l=mid+1;

else r=mid-1;

}

if(l>r)c[o]=res;

}

for(i=1;i<=o;i++)

cout<<c[i]<<endl;

return 0;

}

**Test:** <https://drive.google.com/open?id=1XcRa3AJulDC_BcKio7MLjkUhL01J2gii>

## Bài 9: Mobi – Đặt trạm phát sóng (OLP 30/4)

**Đề bài:**

Nhà cung cấp dịch vụ viễn thông Mobi đã khảo sát số lượng người sẽ dùng dịch vụ trên một con đường thẳng mới được xây dựng và đánh dấu lại những vị trí trên con đường này. Đầu con đường được đánh tọa độ bắt đầu từ 0. Tại vị trí có tọa độ **X (X nguyên dương)** có số lượng người sẽ sử dụng dịch vụ là **Y**. Trước mắt, nhà cung cấp dịch vụ cần đặt **một** trạm phát sóng có bán kính phủ sóng là **K** đơn vị chiều dài để phủ sóng cho một số người sử dụng dịch vụ trên con đường này.

**Yêu cầu**: Bạn hãy xác định vị trí đặt trạm phát sóng (tọa độ nguyên dương) sao cho trạm có thể phục vụ được số lượng người sử dụng nhiều nhất có thể.

**Dữ liệu**:

- Dòng đầu tiên ghi hai số nguyên **N** và **K** (0 < **N** ≤ 106, 0 < **K** ≤ 2\*106), trong đó **N** là số điểm dân cư đã được đánh dấu, **K** là bán kính phủ sóng của trạm.

- Trong N dòng tiếp theo, dòng thứ i (i=1..N) ghi hai số nguyên **X**và **Y** cho biết tại vị trí **X** có số lượng người dùng là **Y** (0 ≤ **X** ≤ 106, 0 ≤ **Y** ≤104). Các số trên cùng dòng viết cách nhau ít nhất một dấu cách.

**Kết quả**: một số nguyên cho biết số người dùng nhiều nhất sẽ được phục vụ.

**Ví dụ:**

|  |  |
| --- | --- |
| mobi.inp | mobi.out |
| 4 3 7 4 15 10 2 2 1 5 | 11 |

**Giải:**

Ta đưa các cặp x,y vào vector. Sắp xếp lại vector và chặt nhị phân để tìm ra các giá trị thỏa mãn khoảng cách giữa trạm và điểm dân cư là k. Với các giá trị thỏa mãn yêu cầu đầu bài ta cộng số người dân ở mỗi điểm vào tổng. Cập nhật mỗi lần tìm ra điểm mới và so sánh với tổng cũ. Tổng cuối cùng là số người nhiều nhất được phục vụ.

Chương trình tham khảo:

#include<bits/stdc++.h>

using namespace std;

pair<int,int>a[1000000];

long long n,i,j,k,maxx=0,e,tong=0,t[1000005];

long long bs(long long b,long long l,long long r)

{

long long kq=0;

while(l<=r)

{

long long mid=(l+r)/2;

if(a[mid].first==b)return mid;

else

{

if(a[mid].first>b)r=mid-1;

else{kq=mid;l=mid+1;}

}

}

return kq;

}

int main()

{

ios::sync\_with\_stdio(false);cin.tie();

freopen("mobi.inp","r",stdin);

freopen("mobi.out","w",stdout);

cin>>n>>k;

k\*=2;

for(i=1;i<=n;i++)

cin>>a[i].first>>a[i].second;

sort(a+1,a+n+1);

for(i=1;i<=n;i++)

t[i]=t[i-1]+a[i].second;

for(i=1;i<=n;i++)

{

j=bs(a[i].first+k,1,n);

maxx=max(maxx,t[j]-t[i-1]);

if(j==n)break;

}

cout<<maxx;

return 0;

}

**Test:** <https://drive.google.com/open?id=1YuvXK6TzQTAgFD1JPfdj7Jzqcgoavbd3>

## Một số bài tập tự giải:

Bài 1. Cho dãy số N số nguyên a1≤ a2≤ … ≤ aN, hãy đưa ra thuật toán O(N log N) để tìm 2 chỉ số i, j mà i<j và ai+aj=0

Bài 2. Cho dãy số gồm N số nguyên dương (N ≤ 100 000) số a1, a2, …,aN . Hãy tìm dãy con liên tiếp dài nhất có tổng bằng K.

**Bài 3.** Tìm dãy con liên tiếp dài nhất có tổng bằng 0.

Chuyên đề này đưa ra các bài toán cơ bản nhất nhằm giúp học sinh nắm bắt các thuật toán và bước đầu giải các bài tập dạng sắp xếp, tìm kiếm. Rất mong sự góp ý của các thầy cô.

**IV. Tài liệu tham khảo:**

Hồ Sĩ Đàm và cộng sự, 2009. Tài liệu chuyên tin quyển 1

Lê Minh Hoàng, 2002. Giải thuật và lập trình

<http://vn.spoj.com>

http://vnoi.info

http://tnucoder.net